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ABSTRACT

We present PYTER, an automated program repair (APR) technique
for Python type errors. Python developers struggle with type error
exceptions that are prevalent and difficult to fix. Despite the impor-
tance, however, automatically repairing type errors in dynamically
typed languages such as Python has received little attention in the
APR community and no existing techniques are readily available
for practical use. PYTER is the first technique that is carefully de-
signed to fix diverse type errors in real-world Python applications.
To this end, we present a novel APR approach that uses dynamic
and static analyses to infer correct and incorrect types of program
variables, and leverage their difference to effectively identify faulty
locations and patch candidates. We evaluated PYTER on 93 type
errors collected from open-source projects. The result shows that
PYTER is able to fix 48.4% of them with a precision of 77.6%.

CCS CONCEPTS

« Software and its engineering — Automated static analysis;
Software testing and debugging.
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1 INTRODUCTION

Python has become one of the most popular programming lan-
guages. According to the IEEE Spectrum’s ranking of the top pro-
gramming languages [1], Python is clearly the dominant language
used in a wide variety of applications, including web, enterprise,
and embedded domains. In particular, Python’s popularity has sky-
rocketed in recent years, driven by its use in artificial intelligence
and data science applications.
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Table 1: Top 5 runtime exceptions in Python. We counted
the number of StackOverflow posts and GitHub issues (in
the repositories used in Section 4) containing the keyword
“*Error”. Below are the top 5 built-in exceptions (i.e., TypeEr-
ror, AttributeError, ValueError, KeyError, ImportError) and
their relative proportions.

Type Attribute Value Key Import
StackOverflow | 31.5% 19.4% 27.8% 83%  13.0%
GitHub 29.2% 19.4% 28.2% 12.9% 10.3%

in a day

more than a day,
less than a week

more than a week,
less than a month
more than a month

Figure 1: Statistics on the time period between reporting
and patching a type error. For bugs in our benchmarks (Sec-
tion 4), it took 82 days on average and about 30% took more
than a month. The worst case took 1,277 days, more than
three years.

As a dynamic language, however, Python suffers from an im-
portant class of run-time errors, namely type error exceptions. In
Python, a type error occurs when an operation is performed on
a value of an unsupported type. For example, applying primitive
arithmetic operations on an integer and a string (e.g., 1+"two") is
undefined in Python and hence raises a run-time exception. Python
developers struggle with such type errors. Table 1 shows that they
appear most frequently among all built-in exceptions in Python.
More importantly, type errors are difficult and time-consuming to
fix: (1) Correctly fixing a type error requires not only avoiding the
given fault, but also anticipating other potential risks in advance
(see Section 4.3); (2) In practice, type errors commonly get fixed
weeks or months after they are reported (Figure 1).

PyYTER. In this paper, we present PYTER!, the first technique
that can automatically fix Python type errors. Despite the impor-
tance, no techniques or tools are readily available for fixing type

!Python Type Error Repair
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1 def main(x, y, z) : 1 def main(x, y, z) :

2 if z 2 if z

3 return foo(x, z, y) 3 return foo(x, z, y)

1 ify 1 ify

5 return foo(y, x, z) 5 return foo(y, x, z)
6  returny 6 returny

s def foo(a, b, c) : s def foo(a, b, c) :

9 d=b+c 9 d=b+c

10 10 if isinstance(a, str) :
11 11 a = int(a)

12 e =a+d# TypeError 12 e =a+d# Pass

13 return a + ¢ + e 13 return a + ¢ + e

(a) Buggy Code (b) Fixed Code

Figure 2: Example to illustrate how PYTER works

errors in dynamically typed languages such as Python. Instead,
existing work focused on either detecting type errors in dynamic
languages [4, 21, 28, 32, 50] or repairing compile-time type errors
in statically typed languages [8, 51]. Also, as our evaluation in
Section 4 implies, domain-unaware APR (automated program re-
pair) techniques [33, 41, 43, 47, 56] are unlikely to be effective for
real-world type errors.

The key novelty of PYTER is its type-aware APR technique that
leverages type information to boost fault localization and patch
generation. PYTER aims to fix a type error by handling the incorrect
type of a variable with a correct type. To do so, PYTER first collects
candidate program variables from error traces and uses dynamic
and static analyses to infer the incorrect and correct types that
candidate variables may have in erroneous and successful program
executions. The difference of those types is then used to accurately
localize erroneous program locations and to prioritize candidate
patches that are likely to fix the given error correctly.

We prove the effectiveness of PYTER with various type errors
in real Python applications. Since there is no benchmark dedicated
for Python type errors, we created a new benchmark, called TypE-
Buas, that includes 93 type errors collected from 15 open-source
projects. In total, PYTER successfully fixed 48.4% of those bugs

%ﬁiﬁ;) of 77.6%. We also checked that

our type-aware APR technique is essential for the performance;
the baseline of PYTER, which uses a conventional generate-and-
validate approach without our type-aware enhancement, was able
to fix 24.7% of 93 bugs with a precision of 48.9%.

with a precision (

Contributions. Our contributions are summarized as follows:

e We present PYTER, the first technique for fixing diverse type
errors in real-world Python applications. The key technical
contribution is the type-aware APR technique that lever-
ages the different of correct and incorrect types of program
variables to enhance fault localization and patch generation.

e We make that the tool and benchmarks publicly available.?
In particular, we provide a new benchmark for Python type
errors, which consists of 15 programs (2.9-428.8 KLoC) and
93 type errors collected from open-source repositories.

Zhttps://github.com/kupl/PyTER
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2 OVERVIEW

In this section, we illustrate how PYTER works with an example.
Figure 2(a) shows a buggy program, where a type error may occur
at line 12. Figure 2(b) shows the program fixed by PYTER, where
lines 10 and 11 are added to handle the type error.

PYTER is a test-based repair technique; it assumes that nega-
tive and positive test cases, denoted 7y and 7p, respectively, are
given together with a buggy program. For the example program in
Figure 2(a), suppose the following test cases are given:

v ={(("0",1,1),3),((1,"0", 0),2)},  Tp = {((0, 0, 0),0)}.

A negative test, e.g., (("0", 1, 1), 3), consists of an error-triggering
input, ("0", 1, 1), to the entry function (main) and the corresponding
expected output, 3, i.e., the return value of main. Note that when the
value of z is 1, it is considered True at line 2 in Python. Therefore,
foo is called at line 3 with a string and two integer values being
passed to a, b, and c, respectively. Thus, addition at line 12 is per-
formed on unsupported values (i.e., “0”+2) and raises a type error
exception. In the second negative test, ((1, "0", 0), 2), the value of y
is considered as True in the condition statement at line 4. Thus, foo
is called at line 5 and the same type error exception is raised at line
12. The positive test case, ((0, 0, 0), 0), also consists of an input and
an expected output but is used to specify the functionality of the
program when it is run successfully without any run-time errors.

Step 1: Collecting Candidate Variables. In Python, type er-
rors typically occur when a variable is used with an incorrect type.
Then, developers fix a type error, for example, by converting the
erroneous type of the variable to a proper one. In Figure 2(b), the
patch at lines 10 and 11 changes the type of variable a to integer
when it has the string type. Thus, the first step of PYTER is to collect
such candidate program variables.

We collect candidate variables from the traceback of the type
error exception. A traceback is an error-triggering a call chain that
begins with the entry function and ends with a run-time excep-
tion. Such a call chain is obtained by running the program with
negative test cases. For example, Figure 3 shows the two tracebacks
generated from the negative tests in our running example. Given
the tracebacks in Figure 3, we collect all program variables that
appear in the nodes and edges up to the error location, resulting in
CandVars = {x,y,z,a,b, c,d} for the program in Figure 2(a) (we do
not collect variable e that is defined after the type error occurs).

1:main(x,y,z) 1: main(x,y,z)

5: foo(y, x, z)
6: foo(a,b,c)

3: foo(x, z, y)
6: foo(a,b,c)
122e = a +d

(b) For input (1, "0", 0)

12:e = a +d

(a) For input ("0", 1, 1)
Figure 3: Traceback examples
Step 2: Inferring Negative and Positive Types. The second

step of PYTER is to infer the types of candidate variables. Specif-
ically, we infer both “negative types” (types that variables have
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Negative types | Positive types | Difference | Ranking
X {int, str } {int } {str} 2
y {int, str} {int} {str} 2
z {int} {int } 0 3
a {str} {int } { str, int } 1
b {int} {int} 0 3
c {int} {int } 0 3
d {int} {int} 0 3

Figure 4: Type analysis example

when type errors occur) and “positive types” (types that variables
have when type errors do not occur). Figure 4 shows the result of
type inference for the program in Figure 2(a). The result shows that
variable a, for example, has the string type in the buggy execution,
but has the integer type in the normal execution.

We compute negative types using a dynamic analysis that ob-
serves variable types while running the program with negative test
inputs. For example, when we execute the example program with
the inputs (“0”, 1, 1) and (1, “0”, 0), we find out that variables have
types as shown in the second column of Table 4. To obtain positive
types, we perform both dynamic and static analyses. Running the
program with the positive test input (0, 0, 0) skips the function calls
at line 3 and 5, hence we cannot infer the types of variables a, b, c,
and d using a dynamic analysis alone. Thus, PYTER makes predic-
tions for those variables using a static analysis specially designed to
infer positive types dominantly used in the program (Section 3.2).

Step 3: Fault Localization. PYTER’s fault localization is done
in two stages. We first perform a function-level fault localization
that chooses the function containing the most suspicious candidate
variable. We compute the suspicious scores of candidate variables
by defining a metric to quantify the difference between negative
and positive types. In our example, the most suspicious variable
is a because its negative types {str} and positive types {int} are
completely different. Thus, we attempt to fix function foo first,
where variable a is used. Once a function is selected, we identify
the most suspicious line by running an existing spectrum-based
fault localization (SBFL) technique inside the function. We assume
that line 12 is selected for our example program.

We use this two-staged method because existing SBFL is not

accurate enough to localize type errors. For example, when we
failed

failed+passed’

the numbers of failing and passing test cases, respectively, we have

to equally suspect functions main and foo: lines 3 and 5 of main
and all lines of foo have the same suspicions score. However, it is
not possible to fix the bug by repairing main.

apply SBFL based on where failed and passed denote

Step 4: Patch Generation. After fault localization, the follow-
ing information is available:

d = (foo, 12, a, {str}, {int}))

which means that the most suspicious function, line, and candi-
date variable are foo, 12, and a, respectively, and the negative and
positive types of a are {str} and {int}, respectively. To fix line 12
of function foo, PYTER uses the standard generate-and-validate
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approach with a set of predefined repair templates designed for
type errors and accelerates the procedure by ranking the templates
based on the negative and positive types of the candidate variable.
In the running example, we note that both {str} and {int} are sin-
gleton sets and first try to use a type-casting template that converts
the negative type (str) of the candidate variable (a) to the positive
type (int), generating the conditional statement at lines 10-12 of
Figure 2(b). This patch is accepted by PYTER as it satisfies all test
cases in 7N and 7p.

3 PYTER ALGORITHM

In this section, we describe each step of our approach in detail.

Programs. We consider a small language to describe PYTER,
so that its core idea is generally applicable to other languages.
A program P € Pgm is a sequence of function declarations, i.e.,
P = Fi,F,,...,F,;. A function declaration F € FDecl is a tuple
(f,x,S) of a function name (f), function parameter (x), and body
statement (S). We consider statements and expressions below:

S — x=E]|returnE | S1;S;
E — nl|s|b|x|Ei®E2| f(E1,....Epn)

where n, s, and b are constant values of integer, string, and boolean
types, respectively. We write F, for the entry function, the starting
point of P. We assume program variables are uniquely named and
all functions explicitly return a value upon termination. Let Val be
the set of values that programs manipulate, e.g., integers, strings.
Let [P]] : Val — Val be the evaluator that takes an input value (i.e.,
an argument value of the entry function) and produces an output
value. [ P] is a partial function and we write [P] (v;) = L when it
is undefined for input v; (we treat L as a special value not included
in Val, ie., L ¢ Val). We assume [ P] (v;) produces L only when it
causes a type error. In other words, we assume no other run-time
errors can occur for simplicity. Moreover, we assume there is only
a single type error in the buggy program.

Problem Definition. Assume a program P withaset 7~ C Valx
Val of test cases are given, where a test case is a pair (v;,v,) € 7 of
input and output values of the program. We assume that for some
(vi,v0) € T, [P]|(vi) = L. We divide 7 into negative tests (7n)
and positive tests (7p):

T =InUTp

where 7y = {(0,00) € 7" | [P]|(vi) = L} and Tp = {(vi,00) € T |
[P (vi) = vo}. Our goal is then to fix the program by transforming
P into P’ such that for all (v;,v,) € T = Tny U Tp, [P'] (vi) = vo.

3.1 Collecting Candidate Variables

Traceback. We collect candidate variables from the traceback
(error trace) that is available in Python when a run-time exception
is raised. When [P] (v;) = L for some error-triggering input v;, we
write traceback([[ P] (v;)) for the associated traceback. A traceback
T is a sequence of function calls made at an error location:

T= <(Fl)51)’ (FZ’ 52)> LR (Fn)sn»

where F; is a function declaration (i.e., F; = (f, x, S)), S; a statement,
and Fj the entry function (Fe). For 1 < i < n—1,S; is a statement
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that includes a function call to Fi;1. S, is the statement where the
€rror occurs.

Candidate Variables. We collect program variables appearing
in error traces as candidate variables. We run negative test cases in
TN to generate the set T of all tracebacks for the given type error:

T = {traceback([[P] (v;)) | (vi,v0) € TN}

Given a traceback T, let Var(T) be the set of variables appearing in
T:Var(T) = U(fx,).5)eT Var(S) U {x}, where Var(S) denotes the
set of variables used in statement S. We define the set CandVars of
candidate variables as follows:

CandVars = U Var(T)
TeT

3.2 Inferring Negative and Positive Types

Next, we infer the negative and positive types of candidate variables.
We compute negative types via dynamic analysis by observing the
types of variables while running the program with negative test
inputs; for all x € CandVars, we compute

NegTypes(x) = {type(x, P,v;) | (vi,_) € TN}

where type(x, P,v;) denotes the type that variable x has when P is
executed with input v; (for simplicity, we assume a variable has a
single type per program execution).

For positive types, we use both dynamic and static analyses:

PosTypes(x) = PosTypes g amic(x) U PosTypesgy;c(X)

where PosTypesgyamic(x) and PosTypes,;(x) denote the types
inferred by dynamic and static analyses, respectively. The former
obtained from positive test cases and is defined as follows:

POSTypesdynamic(x) = {type(x, P,v;) | (vi,_) € Tp}.

When the given positive test cases are not enough to infer the
positive types of some candidate variables (i.e., PosTypes gynamic (x)
is undefined for some x € CandVars), PYTER predicts those types
using static analysis. However, note that using a conventional type
inference algorithm is unlikely to produce useful information in
our case, because variables often do not have ground-truth types
in dynamic languages. For example, if we perform conventional
type inference on the program in Figure 2a, then PosTypes,;;.
would include all the possible types (e.g. int, str, bool, etc) for all
candidate variables. In particular, it would contain all negative
types, i.e., Vx € CandVars. NegTypes(x) C PosTypes,,;;.(x), which
is undesirable because our aim is to leverage the difference of types
that variables have in normal and erroneous executions.

To address this issue of standard type inference, we present a
new type analysis tailored for finding the intended positive types of
the program variables. Our type analysis is based on the intuition
that, when a type error occurs, a specific buggy variable has an
incorrect type while other variables typically have correct types.
For example, when we execute program in Figure 2(a) with negative
tests, the type (str) of the buggy variable a is incorrect but other
variables such as b, ¢, and d are of the correct types. Based on this
observation, our type analysis infers the intended positive type of
each candidate variable x € CandVars as follows:

Wonseok Oh and Hakjoo Oh

(1) We assume x is the buggy variable and initialize a type en-
vironment A} ., : CandVars — 2TP¢s by assuming all vari-
ables but x have the negative types:

y=x

0
x o _
A, = Ay € CandVars. { .- otherwise

NegTypes(y)
(2) Run a consistency-based type inference algorithm (denoted
infer) w.r.t. AT ;, to predict the intended positive types T C
Types of x:
T = infer(x, AT,;,).
(3) When the prediction is not deterministic, i.e., | T¥| > 1, we se-
lect one dominantly used in the program. Writing dom_type

for this procedure, we can define PosTypes;,;;.(x) as follows:

PosTypesq i (x) = dom_type(T™).

We apply the above steps for all variables x € CandVars. Now, we
explain the second and third steps (infer and dom_type) in detail.

Consistency-based Type Inference. To infer the intended type
of a specific variable from the initial type environment, we propose
a consistency-based static type analysis.

As typical in type inference, our algorithm begins with gener-
ating type constraints. We generate a set C of constraints from
statements in tracebacks:

C= U U a(S)
TeT ((L,_S), )eT
where a extracts constraints from statements and expressions as
follows:>
a(S1) U a(Sz) 5=81;82
a(S) ={a(E) U{(x=E)} -.S=x=E
a(E) -+-S =return E

a(E))Ua(E;) U{(E1 =E2)} ---E=E1®E;
a(E) = {U; a(E) ~-E=f(E1,...,En)
0 - - - otherwise

where constraint (E; = E) indicates that E; and E» should have
equivalent types in order to satisfy type consistency.

Example 3.1. Let us generate constraints from the buggy program
in Figure 2a. In case of the statement (e = a + d) at line 12, we can
extract constraints such as:

ale=a+d)=a(a+d)U{e=a+d}={a=de=a+d}.

The generated constraints for statements in foo are as follows:

d=b+
| Gl
ecax (eia+d) (1)
| &2

After collecting constraints C, we solve them to create the final
solution (type environment ) A : CandVars — 2P, Given a

3In practice, we distinguish constraints by their labels (program locations), which is
necessary to find dominant types when constraints are not unique.
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current solution A, the following function ® updates A by iterating
over constraints in C:

- 12060 v

where ® processes a single constraint of the form E; = Ep:

$((E =B N = | |

x1€Var(E;)

v |

x3€Var(Es)

Alx1 = A(x1) U 02]

2
Alx2 = A(x2) U o1]

where o1 and oy are the results of E; and E; w.r.t. the current
solution, i.e., A + Eq : 01, A + Ep : 0. The operator LI is defined
to merge two maps in the pointwise manner. The typing rules are
fairly standard such as:

Arn:{int} Ars:{str} Arb:{bool} AFx:A(x)
f € CastFuns f ¢ CastFuns AvrEi:01 AFEy:o
Ar f(E):{f} AV f(E1,....,Ep):0 AFEI®Ey:01Uo02

where CastFuns denotes the set of built-in casting functions (e.g.,
CastFuns = {int, str,.. .})4; our analysis is intra-procedural that
ignores return values of functions except for built-in casting func-
tions. In (2), we assume that A(x;) and o; are defined for i € {1, 2}.
Otherwise, we define ¢((E1 = E2),A) = 0.

Given ®, we can define infer as follows:

infer(x, AT,;,) = (ﬁfom': Dc)(x)

where fix x ®c computes the following until a fixed point is reached:
init

Ay = Ay _ 3)
A = (AT (iz1)

Note that the fixed point computation begins with the initial type
environment that assumes variables have positive types except for
the variable x currently assumed to be buggy.

Example 3.2. To infer the intended type of variable a in Figure 2a,
we begin with the following type environment:

Ao=A?={ar 0,b {int},cr {int},...}

Iterating over the constraints in (1) starting from Ag converges to
the following:

A={am {int},b— {int},c— {int},...}
from which we conclude that the desired type of a is int.

Finding Dominant Types. Let A* be the solution of (3). When
the inferred type of x is not deterministic, i.e., |[A¥(x)| > 1, our
algorithm goes into the next step where we select the type of x
dominantly used in the program.

Example 3.3. Consider the following code:

1 def main(seq, to_append)

2 if isinstance(to_append, list) :

3 to_append = seq + to_append

4 elif isinstance(to_append, tuple) :

5 to_append += (1,)

6 to_append = seq + to_append # TypeError
else :

4In Python, type casting is done with functions whose names equal types, e.g., int().
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8 to_append = [seq, to_append]
9 return to_append

where we assume seq has a list value and to_append has a tuple
value. Then, a type error occurs at line 6 because addition between
list and tuple is undefined in Python. By assuming to_append is a
buggy variable, our algorithm described so far infers from lines 5
and 8 that the positive types of to_append can be both tuple and
list, respectively, resulting in a non-singleton set {1ist, tuple}.
In this case, however, we would like to predict the type of to_append
as list since it is the intent of the developer and to_append is dom-
inantly used as list over the program (e.g., lines 3 and 8).

To find out the dominant type, we maintain information Q :
CandVars X Types — N, which counts the number of times types
are associated with variables during the fixed point computation.
We update Q whenever the type environment A is updated. That
is, Q is updated to the following whenever ¢ is applied in (2):

| | olen) - a6 +11u | | @l - Qxs,1) +1]

TEOY TEO]

where Q(x, ) is initially 0 for all x € CandVars and © € Types. Let
Q* be such count information generated when A* is computed.
Then, we can define dom_type as follows:

dom_type(T*) = argmax Q¥ (x, 7).
7eT™

3.3 Type-Aware Fault Localization

PYTER uses the type information to identify the program location
to be fixed. Suppose the negative and positive types of candidate
variables are given from the previous step:

NegTypes, PosTypes : CandVars — 27/P

Function-Level Fault Localization. The main difference from
traditional fault localization is that our approach is staged and the
most suspicious function is identified first. To do so, we compute
the suspicious scores of candidate variables based on the difference
of the negative and positive types. We define the score of a variable
x as a pair of integers as follows:

score(x) = ( Z ~r=p} Z

(71,72) €A(x) (71,72) €A(x)

Urizn})

where A(x) is the cartesian product of NegTypes(x) and PosTypes(x).
The first and second elements measure how similar and differ-
ent NegTypes(x) and PosTypes(x) are, respectively. Here, a smaller

score is given when the types are similar, and a higher score is

given when the types are different. With score, we find out the most

suspicious candidate variable x € CandVars:

x = argmax score(x”)
x’€CandVars

where we use the lexicographic, total order between scores: (a, b) >
(a’,b’) = a>a"Vv(a=a Ab>Db’). Then we treat the function
F as most suspicious that uses the selected variable x.
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Line-Level Fault Localization. Once the suspicious function
F and variable x are chosen, we compute the suspicious scores of
program locations in F by running a traditional spectrum-based
fault localization (SBFL). We simply define the score of a program
location (line) [ as follows:

IreT. (FS)eT

1
scorep (1) = { failed(Sy) otherwise

Jailed(Sp)+passed(S;)
where S; represents the statement at line [, failed(S;) and passed(S;)
denote the numbers of failing and passing test cases that execute
statement Sy, respectively. When the function F and the statement S;
appear in some error trace T, we give the highest score. Otherwise,
we run SBFL to compute a score based on the numbers of failing
and passing test cases.

3.4 Type-Aware Patch Generation

Now we explain the patch generation step of PYTER. We are cur-
rently given the suspicious function, line, and variable line as well
as the positive and negative types of x:

8 = (F, I, x, NegTypes(x), PosTypes(x)).
Let S; be the suspicious statement at line /.

Repair Templates. We extensively studied developer patches
available in open-source programs’, and concluded that most of
the patches for fixing single-variable type errors can be categorized
into the 9 templates in Table 2, which are divided into three main
categories based on their strategies to fix type errors:

o ‘TypeCasting’ templates insert a casting statement that con-
verts a negative type of the suspicious variable (x) to a posi-
tive type.

e ‘Handling’ templates handle the type error by replacing the
suspicious statement (S;) or an expression in it by new one.

e ‘Guard’ templates are used when the suspicious statement
(S;) is a conditional statement. The guard of the statement is
strengthened by adding a type check to avoid the error.

A template contains holes (O) of five types: Oy indicates a neg-
ative type in NegTypes(x), Op a positive type in PosTypes(x), Oc
a casting expression, Og a statement, and Of an expression. Ta-
ble 2 shows examples of buggy statement S;, template applied to S;
(denoted S}:‘) , and candidate patch (denoted Sl*) Thus, templates
with prefix ‘Negative’ is to check if the suspicious variable (x) has
a negative type in NegTypes(x). Likewise, templates with prefix
‘Positive’ is to check whether the variable x has a positive type in
PosTypes(x).

Prioritizing Templates. To fix the bug in S;, we first need
to select a template. Basically, we enumerate all templates, but
PYTER prioritizes appropriate ones based on the type information,
NegTypes(x) and PosTypes(x) of the suspicious variable (x).

We first decide one of the main categories. We choose the Guard
category if S; is a conditional statement, because it can be only
applied when the condition is satisfied. Otherwise, we prioritize
either TypeCasting or Handling categories based on the number of
positive types (i.e., |PosTypes(x)|). We expect |PosTypes(x)| to be

SFor this study, we used not only our benchmarks, TyPEBUGS, but also others that do
not meet our benchmark selection criteria in Section 4.
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one for synthesizing the hole O¢ in TypeCasting. Thus, we select
TypeCasting instead of Handling when |PosTypes(x)| = 1.

Once a main category is chosen, we prioritize sub categories
with the number of negative types (i.e., [NegTypes(x)|). It is easy
to synthesize Oy, when |NegTypes(x)| = 1. Hence, we first se-
lect sub templates with prefix ‘Negative’ when |NegTypes(x)| = 1.
Otherwise, we choose other sub templates firstly except for tem-
plates with prefix ‘Negative’. Then, we enumerate the rest of sub
categories in increasing size.

Template Instantiation. Once a template (S}:') is chosen, we

need to synthesize holes in it to produce candidate patches. This
synthesis procedure is defined by the transition system:

(©,~, 01, 0F)

where © is a set of states, (~) C © X O is a transition relation, O
is a set of initial state, and Of C © is a set of final states. A state
0 € © is a pair (S7, ) of a partial statement with holes and the
information § from fault localization. The initial state 0y € Oy is
the pair (S, §) where S} denotes the selected template. The goal
of template instantiation is to find a final state (S}, _) € O that
makes the program work correctly:

V(vi,00) € T, [P[S; = S; 11 (vi) = vo.

where P[S; > S;] denotes the program P with the statement
replaced by S;'.

Given 6 = (F, I, x, NegTypes, PosTypes), Figure 5 presents the
transition relation for synthesizing holes in partial programs. We
write dv; for the default value of 7 (e.g. dvipt = 0, dvgy ="', etc). In
Python, the expression (isinstance(x, (int, str, bool))) means whether
a type of x is one of (int, str, bool). We use this expression when
synthesizing Op. ReturnExps(F) and ReturnTypes(F) return a set of
the expression of return statements used and the output types of
the function F, respectively:

ReturnExps(F) = {E | return E € ReturnStmis(F)}
ReturnTypes(F) = {t € o | E € ReturnTypes(F), PosTypes + E : ¢}

where the ReturnStmts(F) denotes the set of all return statements
in F and we use PosTypes as a type environment in ReturnTypes.

3.5 Final Algorithm

Putting it all together, Algorithm 1 shows the final algorithm of
PYTER. We first collect candidate variables from error traces (line
2) and perform dynamic and static type analysis (line 3). Let Y be
the result of type analysis phase, which contain information about
negative and positive types of candidate variables. By utilizing Y,
we run fault localization to rank candidate faulty locations and
iterates over the results (line 4), where § consists of function (F),
line (I), variable (x), negative types (NegTypes), and positive types
(PosTypes). We generate a ranked list of candidate patches (line 5)
and apply a patch to the original buggy program (line 6). Next,
we execute the candidate patched program on test cases (7p, 7n)
at line 7, and obtain failed test cases 7;\; If ‘7]'\} is empty, then we
return that candidate program as output. Otherwise, we check if
‘7;\; is a subset of 7, which means that some of 7x passes. Then,
we continue to refine the current patch by invoking the algorithm
with 73 (line 11).
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Table 2: Repair templates with examples. To illustrate, we assume the suspicious variable is x, NegTypes(x) = {str}, and

PosTypes(x) = {int}. S;: buggy statement. SID: template for ;. 5;: candidate patch without holes.

Main Sub S; (Buggy stmt) S? (Template for S;) Sl* (Candidate patch)
Negative if isinstance(x, ON) : if isinstance(x, str) :
T Casti return x + y X = Oc X = int(x)
ypelasting return x +y return x +y
Type " if not isinstance(x, Op) : if not isinstance(x, (int :
Positive
Casting TypeCasting return x +y X = Oc X = int(x)
return x +y return x +y
TypeCasting )
. return x +y return O¢c + y return int(x) + vy
Expression
Negative if isinstance(x, ONn) : if isinstance(x, str) :
. return x +y Os return @
Handling Stmt
return x +y return x +y
Negative
. return x +y return (O if isinstance(x, On) else x) +y return (@ if isinstance(x, str) else x) + vy
Handling Expr
Handling Positive if not isinstance(x, Op) : if not isinstance(x, (int)) :
Handlin return x +y Os return @
g return x +y return x +y
. try : try :
EXCCPUOH return x + return x +y return x +y
. urn x
Handlin Y except : except :
g
Os return @
. if x == : if not isinstance(x, On) and x == 0 : if not isinstance(x, (int)) and x == 0 :
Negatlve return x return x return x
Guard else : else : else :
return @ return @ return @
Guard if x == 0 : if isinstance(x, Op) and x == @ : if isinstance(x, int) and x == 0 :
Positive return x return x return x
Guard else : else : else :
return @ return @ return @

7 € PosTypes(x) t € ReturnTypes(F) E € ReturnExps(F) 1 € PosTypes(x) PosTypes(x) = {r1,72,...,Tn} re NegTypes(x)
Os ~ x =dv; Os ~ return dv; Og ~ return E Og ~ dv; Op ~ (71,72,...,Tn) ON ~ T

7 € PosTypes(x) Vieq1,..n)Ei ~ E] Ey~ E] Ez~ E E~> E' E~» E’ S1~> S| Sz~ 8]
Oc ~ 1(x) f(E1,....,En) ~ f(E],....E;) E1®E;~>E ®@E, x=E~>x=E returnE ~> return E’ S1;82 ~ 8135,

Figure 5: Transition relation for instantiating templates

4 EVALUATION of Python 3, including object-oriented features and user-defined
types. An exception is sub-types; the current implementation of
PYTER ignores sub-types because we observed they are rarely used
in real-world programs. All experiments were done on a Linux
machine (Ubuntu 18.04) with 2 CPUs and 128GB memory, powered
by the Intel Zeon Silver 4214 processor.

In this section, we experimentally evaluate PYTER to answer the
following research questions:
o Effectiveness of PYTER: How effectively can PYTER fix
real-world Python type errors?
e Impact of techniques: How important are the major tech-

niques used in PYTER? Benchmarks. We used two benchmark sets: TyPEBuGs and

o Limitations of PYTER: What limitations does PYTER have? BucsINPy. We constructed a new benchmark set, TyPEBUGS, be-
When is PYTER likely to fail to fix type errors? cause there is no benchmark dedicated to repairing type errors
although datasets for type inference exist 3, 44]. We first collected

4.1 Setup popular open-source projects from Github that have more than
We implemented PYTER in about 8,000 lines of Python code (v.3.9.1). 1000 stars. We then searched for pull requests with the keyword
We implemented dynamic type analysis and fault localization on "TypeError" in their messages over the past 5 years (since 2016
top of PyAnnotate [27], a framework to instrument Python source up to 2021). Among them, we considered type errors that include

code. Our implementation of PYTER supports the full language both error-triggering test cases and a correct patch written by a
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Algorithm 1 The PYTER Algorithm

Input: A buggy program P, test cases 75 and 7p, tracebacks T
Output: A correct program P’ satisfying all test cases in Ty U 7p
1: function REPAIR(P, 7p, 7n, T)

2 C « CandidateVariables (T) > Section 3.1

3 Y « TypeAnalysis (P, C, 7p, T, T) > Section 3.2
4: for § € FaultLocalization(T, Y) do > Section 3.3
5 for Sl* € PatchCandidates(d) do > Section 3.4
6: P" —P[S;— 5] > Apply the patch
7: Ty < Execute(P’, 7p, TN) > Ty : Failed tests
8 if 7 = 0 then

9: return P’

10: else if 7 C 7y then

1 P* « REPAIR(P, 7p, 7y}, T)

12: if P* # fail then

13: return P*

14: return fail

developer. For each bug, TyPEBUGS includes the repository snap-
shot of the bug-fixing commit with the developer patch removed.
In total, we collected 93 bugs from 15 open-source projects, com-
prising of small to large scale projects (2.9-428.8 KLoC) on various
domains such as machine learning (e.g. scikit-learn), data analysis
(e.g., pandas), and scientific computing (e.g. numpy). On average,
TypeBuUGs includes 4.1 negative test cases per bug. We used positive
test cases in the file containing the negative test cases, resulting in
91.9 test cases per program on average. We did not use the full set
of positive tests provided by each project, because running all of
them was prohibitively expensive. For example, the pandas project
contains about 170,000 tests and running them takes more than 24
hours.

We also evaluate PYTER on BuGsINPY [57], an existing bug bench-
mark for Python. BuGsINPY is a Python version of Defects4] [31],
containing 493 bugs of diverse types. Among them, we extracted
57 bugs that raise type error exceptions.

Success Criteria. We manually checked whether the generated
patches are correct or not, where a patch is considered correct if
it is semantically identical to a developer patch ignoring I/O side
effects (e.g., printing a value). We also checked the developer’s com-
ments to consider their implicit intention when checking semantic
equivalence. In all experiments, we set the time budget for tool
execution to 3,600 seconds per bug.

4.2 Results

Results on TyPEBUGS. Table 3 shows the performance of PYTER
on TyrEBuGs and BucsINPy. To see the effectiveness of PYTER, we
compare it with BASELINE, the baseline of PYTER that uses a con-
ventional generate-and-validate approach without our type-aware
enhancement and static type analysis. More precisely, BASELINE
uses existing SBFL without our type-aware fault localization and
patch prioritization. BASELINE uses the same set of templates as
PYTER. When synthesizing holes in the templates, BASELINE uses
NegTypes and PosTypes dynamic but it does not use PosTypes,,;;, that
requires our static analysis technique.
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1 def foo(out, data) :
- out = out + data # TypeError

2
3 + out = out.encode() + data
! return out

5

6 def goo(module) :

g - for obj in module.values() :

9 + for obj in module.itervalues() :
10

Figure 6: A developer patch example in BuGsINPY (simpli-
fied from scrpay-30)

In total, PYTER generated 58 plausible patches (which pass all
test cases) out of 93 bugs. Among those 58 plausible patches, 45
were correct (equivalent to developer patches), leading to a fix rate
of 48.4% (g) and a precision of 77.6% (‘;—g). On the other hand,
BASELINE generated 47 plausible patches of which 23 were correct,
achieving a fix rate of 24.7% (%) and a precision of 48.9% (i—;). These
results confirm that our type-aware APR technique is essential for
fixing real-world type errors.

Results on BugsINPy. On average, PYTER fixed 31.6% (;—g) of
57 bugs with a precision of 64.3% (%). By contrast, BASELINE was
able to fix 14.0% (%) with a precision of 32.0% (%).

PYTER is less effective on BuGsINPY than TyPEBUGS (48.4% vs.
31.6%) because BugsINPY was not constructed with type errors in
mind. We found that many of those 57 bugs were not originally
reported as type errors (e.g., the error reports do not contain the
keyword “TypeError”). Therefore, although they raise type error
exceptions, their root causes often involve other kinds of bugs as
well. Figure 6 shows an example that includes a type error at line
2 but also involves another (non-type) error at line 8. In this case,
PYTER succeeds to fix the type error at line 2, but the resulting
patch does not pass test cases as the bug at line 8 still remains. This
is why we newly created TYPEBUGS, a collection of bugs originally
reported as type errors, to solely evaluate the ability of PYTER for
fixing type errors.

Impact of Techniques. PYTER features three new techniques:
type-aware fault localization (Section 3.3), type-aware patch pri-
oritization (Section 3.4), and static type analysis (Section 3.2). To
evaluate the impact of these techniques, we compared the perfor-
mance of the following variants of PYTER:

o BASELINE: the baseline of PYTER without our fault localiza-
tion, patch prioritization, and static type analysis.

e BASELINE+: BASELINE with our patch prioritization

o BASELINE++: BASELINE+ with our fault localization

o PYTER: BASELINE++ with our static type analysis

We evaluate these variants in terms of the number of solved bench-
marks, including both TyPEBuUGS and BuGsINPy, and the cumulative
repair time. Note that, to our knowledge, no existing APR tools are
readily available for fixing real-world Python programs (except for
those for fixing student programs, e.g., [13, 19, 25]). Thus, we tried
to indirectly compare PYTER with general APR tools by including
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Table 3: Evaluation Results. #B : the number of bugs for each projects. #G : the number of plausible patches. #C : the number

#C

of correct patches. FixRate : (35). Prec(Precision) : (%). Avg. Time : average running time (sec) per bug.

, . Avg. NegTest PosTest BASELINE PYTER
rogram | # Avg. Avg. Avg. Avg. Fix Avg. Fix Avg.
KLoC | Nom Time Num Time | 0 #C| Rate  Prec | pup [#G #C| pae  Prec |
airflow 7 73.9 1.0 53.4 13.3 43.9 3 0 0.0% 0.0% 232.0 4 3 42.9% 75.0% 50.5
beets 1 21.4 1.0 4.0 9.0 7.0 1 0 0.0% 0.0% 8.1 1 0 0.0% 0.0% 3.6
core 9 2305 1.4 11.6 23.7 14.7 6 4| 444% 66.7% 303.7 6 5 55.6%  83.3% 88.7
kivy 1 445 1.0 6.0 4.0 26.0 1 0 0.0% 0.0% | 400.57 1 0 0.0% 0.0% 54.3
luigi 1 13.2 4.0 4.0 1.0 2.0 1 0 0.0% 0.0% 20.6 1 0 0.0% 0.0% 1.5
W | AUmMpy 3 53.4 2.0 6.0 72.3 4.7 1 0 0.0% 0.0% | 1356.8 2 0 0.0% 0.0% 225.5
g pandas 45 86.9 7.0 42.6 141.1 1258 | 21 11 24.4%  524% | 1478.2 | 24 19 42.2%  79.2% | 1063.4
A | rasa 1 45.8 1.0 9.0 7.0 6.0 1 1| 100.0% 100.0% 7.3 1 1| 100.0% 100.0% 7.3
E requests 4 9.4 1.5 8.0 184.8 333 3 1 25.0%  33.3% 942.4 4 4 | 100.0% 100.0% 167.7
rich 1 16.1 1.0 9.0 7.0 6.0 0 0 0.0% n/a | 3600.0 0 0 0.0% n/a | 3600.0
salt 9 364.8 1.0 31.0 12.7 165.6 3 2 22.2%  66.7% | 1265.5 6 6 66.7% 100.0% 93.8
sanic 3 5.6 3.3 5.7 51.0 9.3 1 1 33.3% 50.0% | 1406.6 3 3 |1 100.0% 100.0% 43.5
scikit-learn 5 63.5 1.0 8.0 75.8 13.2 3 2 40.0% 66.7% | 1561.6 3 2 40.0% 66.7% 408.7
tornado 1 12.6 1.0 8.0 171.0 20.0 1 1| 100.0% 100.0% | 1307.9 1 1| 100.0% 100.0% 199.2
Zappa 2 4.1 1.0 7.0 46.5 7485 1 0 0.0% 0.0% | 1876.3 1 1 50.0% 100.0% | 1663.9
Total 93  112.7 4.1 30.7 919 1012 | 47 23 24.7%  48.9% | 1196.0 | 58 45 | 48.4% 77.6% 651.2
ansible 1 126.5 1.0 21.0 30.0 13.0 0 0 0.0% n/a | 3600.0 0 0 0.0% n/a | 2549.7
fastapi 2 7.4 1.0 5.5 7.0 3.0 0 0 0.0% n/a 10.8 0 0 0.0% n/a 1.5
keras 5 26.5 1.0 23.8 14.8 50.4 1 0 0.0% 0.0% | 2162.9 1 1 20.0% 100.0% | 1769.8
luigi 7 12.3 1.1 9.3 54.9 23.0 4 1 14.3% 25.0% 207.1 5 3 42.9% 60.0% 15.1
QE matplotlib 1 94.9 1.0 8.0 214.0 41.0 0 0 0.0% n/a 0.0 0 0 0.0% n/a 0.0
% pandas 25 87.9 9.2 67.4 250.8 130.5 | 11 4 16.0% 36.4% | 2040.3 | 13 7 28.0% 53.8% | 1636.7
r:% scrapy 10 12.7 1.6 8.7 21.0 6.5 6 2 20.0% 33.3% 62.2 6 5 50.0% 83.3% 12.0
spacy 1 78.6 1.0 7.0 6.0 7.0 1 0 0.0% 0.0% 9.7 1 0 0.0% 0.0% 79.8
tornado 2 13.3 1.0 3.5 44.0 3.0 1 0 0.0% 0.0% 1.2 1 1 50.0% 100.0% 0.8
tqdm 1 1.9 1.0 6.0 54.0 4.0 0 0 0.0% n/a 0.0 0 0 0.0% n/a 0.0
youtube-dl 2 1120 1.0 9.0 81.5 8.5 1 1 50.0% 100.0% | 1815.2 1 1 50.0% 100.0% | 1802.9
Total 57 54.6 4.7 35.7 1317 67.3 | 25 8 14.0% 32.0% | 12484 | 28 18 | 31.6% 64.3% 968.5
Figure 7 shows the results. The difference between PYTER and
BASELINE++ shows how useful our static type analysis is. While
o004 —™— PYTER BASELINE++ fixed 51 programs, PYTER fixed 12 more bugs which
Baseline++ had insufficient positive test cases. The gap between BASELINE++ and
—4— Baseline+ BASELINE+ shows the impact of our type-aware fault localization;
@ 60001 —¢ Baseline using it increased the number of correct patches from 42 to 51.
QE) Moreover, the results show that our patch prioritization technique
'E 4000 | is also important. Without it, BASELINE was only able to repair 31
] bugs as opposed to 42 that BASELINE+ can fix.
qu)
2000 1 4.3 Discussion
Strength of PYTER over Manual Patches. Because real-world
0] type errors are nontrivial to fix, we found that PYTER often gen-

T T T

0 lb 2‘0 3‘0 40 50 60
Benchmark Solved

Figure 7: Impact of Techniques

BASELINE that can be considered as representing a typical APR tool
that is not specifically designed for type errors.

erates patches of higher quality compared to developer patches,
which also include all the intended behaviors of the developer patch.

Figure 8 shows an example simplified from scikit-learn. The orig-
inal code in Figure 8(a) has a type error at line 14. We assume that
function foo at line 14 only receives string values as its argument
and otherwise raises a type error exception. Suppose we are given
test cases such that when main is called, the value of s is False
and k has a value of the bytes type. Then the program executes
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Table 4: Statistics on patch patterns PYTER failed in TyPE-
BucGsand BuGsINPy.

TypeBugs (48) | BugsInPy (39)
Group A 10 (21%) 7 (18%)
Group B 14 (29%) 10 (25%)
Group C 7 (15%) 4 (10%)
Group D 5 (10%) 8 (21%)
Others 12 (25%) 10 (26%)

function dense and the type error occurs at line 14 because k is not
a string value. Figure 8(b) shows the patch written by a developer,
where (s)he fixed the type error by inserting the conditional type-
casting statement at lines 12 and 13. The developer patch correctly
fixed the type error at line 14. However, it is overfitted to the given
test cases as a potential error still remains at line 9. When k is a
bytes value, the expression str_list.index (k) atline 9 raises an
exception (ValueError) because str_list does not contain bytes
values. Thanks to our type-aware fault localization, PYTER was able
to insert the type-casting statement at lines 3 and 4 and avoided
the future risk by always converting the bytes type of k into str
before invoking functions sparse or dense at line 5.

Limitations of PYTER. Our evaluation also identified limita-
tions of PYTER. In experiments, PYTER failed to fix 87 bugs. We
investigated why PYTER failed and classified those 87 bugs into
four groups based on the patterns of desirable patches:

o A : patches that convert incorrect type to correct

e B : patches that need conversion for both types and values
e C: patches that introduce new argument values

e D : patches that insert statements not related to types

The frequencies of these groups are shown in Table 4, where ‘Oth-
ers’ are unclassified bugs that require more complicated repair
strategies.

Bugs in group A are within the scope of PYTER while other
groups are not. So, we further investigated bugs in the A group to
see why PYTER failed: 6 bugs needed multi-line patches, 8 bugs re-
quired more advanced type inference, 2 bugs required for complex
type conversion, and 1 bug required more effective patch prioriti-
zation. For example, PYTER failed to produce the patch in Figure 9
that fixes two type errors at lines 1 and 6 at the same time. Cur-
rently, PYTER focuses on fixing single-line bugs. Also, to fix the
type error at line 1, we need to infer the type of the user-defined
function to_bytes. Our static type analysis currently exploits types
of built-in casting functions such as int and str.

5 RELATED WORK

APR techniques are commonly classified into special-purpose and
general-purpose approaches. Special-purpose techniques aim to fix
specific yet important classes of bugs. For example, techniques have
been proposed to fix memory errors in C programs [16, 23, 24, 36, 53,
54, 61], null pointer exceptions in Java [12, 37, 59], error-handling
bugs [55], concurrency bugs [2, 30, 38, 39], dependency errors [45],
and integer/buffer overflow [9, 11, 26, 46, 52]. To our knowledge,
PYTER is the first technique specialized for fixing type errors in
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Python programs. Furthermore, we are not aware of APR tech-
niques applicable to Python except for introductory programming
assignments [13, 19, 25].

General purpose approaches [18, 29, 33-35, 40-43, 47, 56, 58, 60]
aim to fix any kinds of bugs instead of focusing on specific types
of bugs. These techniques are further classified into generate-and-
validate [29, 33, 40, 41, 56] and semantic-based approaches [34, 35,
42, 43, 47, 60]. Generate-and-validate approaches explore a pre-
defined search space to generate candidate patches until a patched
program which passes the given test cases is found. Semantics-based
techniques derive constraints on correct patches and synthesize
patches by using SMT solvers. Technically, PYTER belongs to the
generate-and-validate approach, but enhances it with techniques
specialized for type errors such as type-aware fault localization and
patch prioritization.

A number of analyses have been proposed for type inference
in dynamic languages such as Python [7, 17, 21, 48, 49], JavaScript
[6, 10, 20, 22, 28, 50], and Ruby [4, 5, 14, 15]. For example, Cannon
et al. [7] perform analysis to infer atomic types of local variables.
TypEPETE [21] and DRUBY [15] are constraint-based type inference
algorithms. These approaches have a limitation; they require user
type annotations [7] or assume variables have single types [21]. Neu-
ral type inference techniques [48, 49] were also presented, but they
need extra learning steps with a large amount of data. TYPEDEVIL
[50] and RuBypusT [5] dynamically analyze types by running test
cases. To address shortcomings of dynamic and static analyses, a
hybrid approach [20] has been proposed for JavaScript. Note that
our type analysis in Section 3.2 crucially differs from the works
described above; our goal is not to infer all the possible types of
program variables, which are typically useless for type-error repair,
but to predict the intended types when variables are incorrectly
used.

6 CONCLUSION

Type errors are common yet difficult-to-fix in dynamic languages
such as Python. However, no existing techniques or tools are read-
ily available for use. In this paper, we presented PYTER, the first
technique for automatically fixing real-world type errors in Python
applications. To this end, we proposed a new APR technique that
leverages the difference between negative and positive types of pro-
gram variables to perform type-aware fault localization and patch
generation. Experimental results demonstrated that PYTER can re-
pair diverse type errors effectively; it was able to fix 48.4% of type
errors from popular open-source projects with 77.6% precision.
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1 def main(s, k) : 1 def main(s, k) :

. 2

3 3

1+ fit = sparse if s else dense 4 fit = sparse if s else dense

5 fit(k) 5 fit(k)

6 6

7 def sparse(k) 7 def sparse(k)

8 str_list = ["one", "two"] 8 str_list = ["one", "two"]

9 return str_list.index(k) 9 return str_list.index(k) # Future Risk

11 def dense(k) 11

def dense(k)

12 + if isinstance(k, bytes) :

13 +
return foo(k) # TypeError 14

k = k.decode()

(a) Original code

return foo(k) # Fixed

(b) Fix by a developer
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1 def main(s, k) :

2 fit = sparse if s else dense

3 + if isinstance(k, bytes) :

4 + k = k.decode()

5 fit(k)

6

7 def sparse(k)

8 str_list = ["one", "two"]

9 return str_list.index(k) # Fixed
10

11 def dense(k)

12
13

14 return foo(k) # Fixed

(¢) Fix by PYTER

Figure 8: (a) Original buggy code (simplified from scikit-learn-7064). (b) Developer patch. (c) Patch generated by PYTER.

1 B

+

6 =

user_pass = '%s:%s' % (user, password)

user_pass = to_bytes('%s:%s' % (user, password))
creds = b64encode(user_pass).strip() # TypeError

if creds:

request = 'Basic ' + creds
request = b'Basic ' + creds

Figure 9: A TypeError bug (line 3) and developer patch (sim-
plified from scrpay-23 in BugsInPy)
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